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**Лабораторная работа № 19**

**Инструкционно-технологическая карта**

Тема: JSON формат. Структура JSON-документа. Создание и применение.

Цель: Научиться использовать формат передачи данных JSON. Изучить структуру JSON документа, научиться создавать и применять JSON формат.

Время выполнения: 2 часа

# Порядок выполнения работы

1. Изучить теоретические сведения к лабораторной работе.
2. Реализовать алгоритм решения задачи.
3. Отлаженную, работающую программу сдать преподавателю. Работу программы показать с помощью самостоятельно разработанных тестов.
4. Ответить на контрольные вопросы.

# Краткие теоретические сведения

## Формат JSON, метод toJSON

Например, есть сложный объект, и нужно бы преобразовать его в строку, чтобы отправить по сети или просто вывести для логирования.

Естественно, такая строка должна включать в себя все важные свойства.

Можно бы реализовать преобразование следующим образом:

let user = {

    name: "John",

    age: 30,

    toString() {

        return `{name: "${this.name}", age: ${this.age}}`;

    }

};

alert(user); // {name: "John", age: 30}

Но в процессе разработки добавляются новые свойства, старые свойства переименовываются и удаляются. Обновление такого **toString** каждый раз может стать проблемой. Можно попытаться перебрать свойства в нём, но что, если объект сложный, и в его свойствах имеются вложенные объекты? Нужно осуществить их преобразование тоже.

К счастью, нет необходимости писать код для обработки всего этого. У задачи есть простое решение.

## JSON.stringify

JSON (JavaScript Object Notation) – это общий формат для представления значений и объектов. Его описание задокументировано в стандарте RFC 4627. Первоначально он был создан для JavaScript, но многие другие языки также имеют библиотеки, которые могут работать с ним. Таким образом, JSON легко использовать для обмена данными, когда клиент использует JavaScript, а сервер написан на Ruby/PHP/Java или любом другом языке.

JavaScript предоставляет методы:

* JSON.stringify для преобразования объектов в JSON.
* JSON.parse для преобразования JSON обратно в объект.

Например, здесь мы преобразуем через JSON.stringify данные студента:

let student = {

    name: 'John',

    age: 30,

    isAdmin: false,

    courses: ['html', 'css', 'js'],

    wife: null

};

let json = JSON.stringify(student);

alert(typeof json); // получили строку

alert(json);

  /\* выведет объект в формате JSON:

{

  "name": "John",

  "age": 30,

  "isAdmin": false,

  "courses": ["html", "css", "js"],

  "wife": null

}

\*/

Метод **JSON.stringify(student)** берёт объект и преобразует его в строку.

Полученная строка **JSON** называется JSON-форматированным или **сериализованным** объектом. Можно отправить его по сети или поместить в обычное хранилище данных.

Следует обратить внимание, что объект в формате JSON имеет несколько важных отличий от объектного литерала:

* Строки используют двойные кавычки. Никаких одинарных кавычек или обратных кавычек в JSON. Так 'John' становится "John".
* Имена свойств объекта также заключаются в двойные кавычки. Это обязательно. Так age:30 становится "age":30.
* JSON.stringify может быть применён и к примитивам.

JSON поддерживает следующие типы данных:

* Объекты { ... }
* Массивы [ ... ]
* Примитивы: строки, числа, логические значения true/false, null.

Например:

// число в JSON остаётся числом

alert(JSON.stringify(1)) // 1

// строка в JSON по-прежнему остаётся строкой, но в двойных кавычках

alert(JSON.stringify('test')) // "test"

alert(JSON.stringify(true)); // true

alert(JSON.stringify([1, 2, 3])); // [1,2,3]

JSON является независимой от языка спецификацией для данных, поэтому **JSON.stringify** пропускает некоторые специфические свойства объектов JavaScript.

А именно:

* Свойства-функции (методы).
* Символьные свойства.
* Свойства, содержащие undefined.

let user = {

    sayHi() { // будет пропущено

        alert("Hello");

    },

    [Symbol("id")]: 123, // также будет пропущено

    something: undefined // как и это - пропущено

};

alert(JSON.stringify(user)); // {} (пустой объект)

Обычно это нормально. Если это не то, что устраивает, то скоро можно настроить этот процесс.

Самое замечательное, что вложенные объекты поддерживаются и конвертируются автоматически.

Например:

let meetup = {

    title: "Conference",

    room: {

        number: 23,

        participants: ["john", "ann"]

    }

};

alert(JSON.stringify(meetup));

  /\* вся структура преобразована в строку:

{

  "title":"Conference",

  "room":{"number":23,"participants":["john","ann"]},

}\*/

Важное ограничение: не должно быть циклических ссылок.

Например:

let room = {

    number: 23

};

let meetup = {

![](data:image/png;base64,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)    title: "Conference",

    participants: ["john", "ann"]

};

meetup.place = room;       // meetup ссылается на room

room.occupiedBy = meetup; // room ссылается на meetup

JSON.stringify(meetup); // Ошибка: Преобразование цикличной структуры в JSON

Здесь преобразование завершается неудачно из-за циклической ссылки: **room.occupiedBy** ссылается на **meetup**, и **meetup.place** ссылается на **room**.

## Исключаем и преобразуем: replacer

Полный синтаксис **JSON.stringify**:

let json = JSON.stringify(value[, replacer, space])

**value** – значение для кодирования.

**replacer** – массив свойств для кодирования или функция соответствия **function(key, value)**.

**space** – дополнительное пространство (отступы), используемое для форматирования.

В большинстве случаев **JSON.stringify** используется только с первым аргументом. Но если нам нужно настроить процесс замены, например, отфильтровать циклические ссылки, то можно использовать второй аргумент **JSON.stringify**.

Если передадать ему массив свойств, будут закодированы только эти свойства.

Например:

let room = {

    number: 23

};

let meetup = {

    title: "Conference",

    participants: [{ name: "John" }, { name: "Alice" }],

    place: room // meetup ссылается на room

};

room.occupiedBy = meetup; // room ссылается на meetup

alert(JSON.stringify(meetup, ['title', 'participants']));

  // {"title":"Conference","participants":[{},{}]}

Здесь, наверное, слишком строги. Список свойств применяется ко всей структуре объекта. Так что внутри **participants** – пустые объекты, потому что **name** нет в списке.

Включим в список все свойства, кроме **room.occupiedBy**, из-за которого появляется цикличная ссылка:

let room = {

    number: 23

};

let meetup = {

    title: "Conference",

    participants: [{ name: "John" }, { name: "Alice" }],

    place: room // meetup ссылается на room

};

room.occupiedBy = meetup; // room ссылается на meetup

alert(JSON.stringify(meetup, ['title', 'participants', 'place', 'name', 'number']));

  /\*

{

  "title":"Conference",

  "participants":[{"name":"John"},{"name":"Alice"}],

  "place":{"number":23}

}

\*/

Теперь всё, кроме **occupiedBy**, **сериализовано**. Но список свойств довольно длинный.

К счастью, в качестве **replacer** можно использовать функцию, а не массив.

Функция будет вызываться для каждой пары (**key**, **value**), и она должна возвращать заменённое значение, которое будет использоваться вместо исходного. Или **undefined**, чтобы пропустить значение.

В нашем случае следует вернуть **value** «как есть» для всего, кроме **occupiedBy**. Чтобы игнорировать **occupiedBy**, код ниже возвращает **undefined**:

let room = {

    number: 23

};

let meetup = {

    title: "Conference",

    participants: [{ name: "John" }, { name: "Alice" }],

    place: room // meetup ссылается на room

};

room.occupiedBy = meetup; // room ссылается на meetup

alert(JSON.stringify(meetup, function replacer(key, value) {

    alert(`${key}: ${value}`);

    return (key == 'occupiedBy') ? undefined : value;

}));

/\* пары ключ:значение, которые приходят в replacer:

:             [object Object]

title:        Conference

participants: [object Object],[object Object]

0:            [object Object]

name:         John

1:            [object Object]

name:         Alice

place:        [object Object]

number:       23

\*/

Следует обратить внимание, что функция **replacer** получает каждую пару ключ/значение, включая вложенные объекты и элементы массива. И она применяется рекурсивно. Значение **this** внутри **replacer** – это объект, который содержит текущее свойство.

Первый вызов – особенный. Ему передаётся специальный «объект-обёртка»: **{"": meetup}**. Другими словами, первая (**key**, **value**) пара имеет пустой ключ, а значением является целевой объект в общем. Вот почему первая строка из примера выше будет **":[object Object]"**.

Идея состоит в том, чтобы дать как можно больше возможностей **replacer** – у него есть возможность проанализировать и заменить/пропустить даже весь объект целиком, если это необходимо.

## Форматирование: space

Третий аргумент в **JSON.stringify(value, replacer, space)** – это количество пробелов, используемых для удобного форматирования.

Ранее все JSON-форматированные объекты не имели отступов и лишних пробелов. Это нормально, если необходимо отправить объект по сети. Аргумент space используется исключительно для вывода в удобочитаемом виде.

Ниже **space = 2** указывает JavaScript отображать вложенные объекты в несколько строк с отступом в 2 пробела внутри объекта:

let user = {

    name: "John",

    age: 25,

    roles: {

        isAdmin: false,

        isEditor: true

    }

};

alert(JSON.stringify(user, null, 2));

  /\* отступ в 2 пробела:

{

  "name": "John",

  "age": 25,

  "roles": {

    "isAdmin": false,

    "isEditor": true

  }

}

\*/

/\* для JSON.stringify(user, null, 4) результат содержит больше отступов:

{

    "name": "John",

    "age": 25,

    "roles": {

        "isAdmin": false,

        "isEditor": true

    }

}\*/

Параметр **space** применяется для логирования и красивого вывода.

## Пользовательский «toJSON»

Как и **toString** для преобразования строк, объект может предоставлять метод **toJSON** для преобразования в **JSON**. **JSON.stringify** автоматически вызывает его, если он есть.

Например:

let room = {

    number: 23

};

let meetup = {

    title: "Conference",

    date: new Date(Date.UTC(2017, 0, 1)),

    room

};

alert(JSON.stringify(meetup));

  /\*

  {

    "title":"Conference",

    "date":"2017-01-01T00:00:00.000Z",  // (1)

    "room": {"number":23}               // (2)

  }

\*/

Видно, что **date (1)** стал строкой. Это потому, что все объекты типа **Date** имеют встроенный метод **toJSON**, который возвращает такую строку.

Теперь нужно добавить собственную реализацию метода **toJSON** в наш объект **room (2)**:

let room = {

    number: 23,

    toJSON() {

        return this.number;

    }

};

let meetup = {

    title: "Conference",

    room

};

alert(JSON.stringify(room)); // 23

alert(JSON.stringify(meetup));

  /\*

  {

    "title":"Conference",

    "room": 23

  }

\*/

Видно, что **toJSON** используется как при прямом вызове **JSON.stringify(room)**, так и когда **room** вложен в другой **сериализуемый** объект.

## JSON.parse

Чтобы декодировать JSON-строку, нужен другой метод с именем **JSON.parse**.

Синтаксис:

let value = JSON.parse(str, [reviver]);

**str** – JSON для преобразования в объект.

**Reviver** – Необязательная функция, которая будет вызываться для каждой пары (ключ, значение) и может преобразовывать значение.

Например:

// строковый массив

let numbers = "[0, 1, 2, 3]";

numbers = JSON.parse(numbers);

alert( numbers[1] ); // 1

Или для вложенных объектов:

let user = '{ "name": "John", "age": 35, "isAdmin": false, "friends": [0,1,2,3] }';

user = JSON.parse(user);

alert( user.friends[1] ); // 1

JSON может быть настолько сложным, насколько это необходимо, объекты и массивы могут включать другие объекты и массивы. Но они должны быть в том же JSON-формате.

Вот типичные ошибки в написанном от руки JSON (иногда приходится писать его для отладки):

let json = `{

    name: "John",                     // Ошибка: имя свойства без кавычек

    "surname": 'Smith',               // Ошибка: одинарные кавычки в значении (должны быть двойными)

    'isAdmin': false                  // Ошибка: одинарные кавычки в ключе (должны быть двойными)

    "birthday": new Date(2000, 2, 3), // Ошибка: не допускается конструктор "new", только значения.

    "friends": [0,1,2,3]                     // Здесь всё в порядке

  }`;

Кроме того, JSON не поддерживает комментарии. Добавление комментария в JSON делает его недействительным.

Существует ещё один формат JSON5, который поддерживает ключи без кавычек, комментарии и т.д. Но это самостоятельная библиотека, а не спецификация языка.

Обычный JSON настолько строг не потому, что его разработчики ленивы, а потому, что позволяет легко, надёжно и очень быстро реализовывать алгоритм кодирования и чтения.

## Использование reviver

Представим, что получен объект **meetup** с сервера в виде строки данных.

Вот такой:

// title: (meetup title), date: (meetup date)

let str = '{"title":"Conference","date":"2017-11-30T12:00:00.000Z"}';

…А теперь нам нужно **десериализовать** её, т.е. снова превратить в объект **JavaScript**.

Сделаем это, вызвав **JSON.parse**:

let str = '{"title":"Conference","date":"2017-11-30T12:00:00.000Z"}';

let meetup = JSON.parse(str);

alert( meetup.date.getDate() ); // Error!

Oшибка!

Значением **meetup.date** является строка, а не **Date объект**. Как **JSON.parse** мог знать, что он должен был преобразовать эту строку в Date?

Передадим **JSON.parse** функцию восстановления вторым аргументом, которая возвращает все значения «как есть», но date станет **Date**:

let str = '{"title":"Conference","date":"2017-11-30T12:00:00.000Z"}';

let meetup = JSON.parse(str, function(key, value) {

  if (key == 'date') return new Date(value);

  return value;

});

alert( meetup.date.getDate() ); // 30 - теперь работает!

Это работает и для вложенных объектов:

let schedule = `{

    "meetups": [

      {"title":"Conference","date":"2017-11-30T12:00:00.000Z"},

      {"title":"Birthday","date":"2017-04-18T12:00:00.000Z"}

    ]

  }`;

schedule = JSON.parse(schedule, function (key, value) {

    if (key == 'date') return new Date(value);

    return value;

});

alert(schedule.meetups[1].date.getDate()); // 18 - отлично!

## Итого

JSON – это формат данных, который имеет собственный независимый стандарт и библиотеки для большинства языков программирования.

JSON поддерживает простые объекты, массивы, строки, числа, логические значения и **null**.

JavaScript предоставляет методы **JSON.stringify** для **сериализации** в JSON и **JSON.parse** для чтения из JSON.

Оба метода поддерживают функции преобразования для интеллектуального чтения/записи.

Если объект имеет метод **toJSON**, то он вызывается через **JSON.stringify**.

# Контрольные вопросы

1. Что такое JSON?
2. Какие объекты поддерживает JSON?
3. Какие методы существуют в JavaScript для сереализации и десериализации JSON?

# Задания

1. Преобразовать объект в JSON, а затем обратно в обычный объект.

Преобразовать **user** в JSON, затем прочитать этот JSON в другую переменную.

let user = {

    name: "Василий Иванович",

    age: 35

};

1. Исключить обратные ссылки

В простых случаях циклических ссылок можно исключить свойство, из-за которого они возникают, из сериализации по его имени.

Но иногда нельзя использовать имя, так как могут быть и другие, нужные, свойства с этим именем во вложенных объектах. Поэтому можно проверять свойство по значению.

Написать функцию replacer для JSON-преобразования, которая удалит свойства, ссылающиеся на **meetup**:

let room = {

    number: 23

};

let meetup = {

    title: "Совещание",

    occupiedBy: [{ name: "Иванов" }, { name: "Петров" }],

    place: room

};

// цикличные ссылки

room.occupiedBy = meetup;

meetup.self = meetup;

alert(JSON.stringify(meetup, function replacer(key, value) {

    /\* ваш код \*/

}));

/\* в результате должно быть:

{

  "title":"Совещание",

  "occupiedBy":[{"name":"Иванов"},{"name":"Петров"}],

  "place":{"number":23}

}\*/

1. Массив объектов, созданный в предыдущей лабораторной работе сиреализовать и десиреализовать при помощи JSON.
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